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Abstract

Consider a game in a given set of intervals (and their implied interval graph G) in which the
adversary chooses an independent set X in G. The goal is to discover this hidden independent set
X by making the fewest queries of the form “Is point p covered by an interval in X?” Our interest
in this problem stems from two applications: experimental gene discovery with PCR technology
and the game of Battleship (in a 1-dimensional setting). We provide adaptive algorithms for both
the verification scenario (given an independent set, is it X?) and the discovery scenario (find
X without any information). Under some assumptions, these algorithms use an asymptotically
optimal number of queries in every instance.

1 Introduction

An interval graph is an intersection graph of intervals on the real line, i.e. vertices are represented
by intervals and there is an edge between two vertices if and only if their corresponding intervals
intersect. An independent set in G is a set of vertices such that no two vertices share an edge.

In this paper we study how to determine, given a set of intervals (with their implied interval
graph G), an unknown (hidden) independent set X in G chosen by an adversary. We determine
X by playing an interactive game against an adversary using queries of the following type: “Is a
point p on the real line covered by an interval in X?” The adversary always answers the query
truthfully. The goal is to use the smallest possible number of queries to determine set X. This
problem is motivated by two applications: recovering gene structure with PCR techniques and the
game of Battleship. We explain the connections to our problem after stating it precisely.

While there is a wide literature regarding games in graphs (e.g., [3, 9, 14]), our problem appears
to be new in this area. Several games involving finding a hidden object using queries have also been
studied in the bioinformatics literature. Xu et al. [25] discuss the problem of locating hidden exon
boundaries in cDNA. This leads to a game in which the hidden object is a subset A ⊆ {1, . . . , n}
and the queries are of the type “Given an interval I, does it contain an element of A?”. In a
certain sense their problem is the dual of ours: they use intervals to locate and identify points; we
use points to locate and identify intervals. Beigel et al. [2] discuss the problem of closing gaps in
DNA sequencing data. McConnell and Spinrad [16] consider the tangentially related problem of
reconstructing an interval graph given probes about the neighbors of only a partial set of vertices.

Terminology An interval graph may have a number of different representations by intervals. In
what follows, when we say “interval graph,” we presume that one representation has been fixed.
Without loss of generality, we may assume that in this representation all intervals are closed, have
length at least one, and their end points are integers between 1 and 2n, where n is the number of
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intervals.1 We denote the interval of the ith vertex by Ii = [si, fi], where si < fi are integers. An
edge (i, j) thus exists if Ii ∩ Ij 6= ∅.

The complement G of an interval graph G has a special structure. Assume that (i, j) is not an
edge in G, i.e., Ii ∩ Ij = ∅. Then either fi < sj or fj < si, and thus we can orient the edge in G as
i → j or j → i. Thus, G has a natural orientation of the edges, and this orientation is well-known
to be acyclic and transitive. For this and other results about interval graphs, see e.g. [12].

We refer to the initially unknown independent set in G chosen by an adversary, and refer to
this set as the hidden independent set. If V ′ is an independent set in G, then it is a clique in the
complement graph G. If G is an interval graph, then any clique in G has a unique topological order
consistent with orientation of its edges. We can thus consider V ′ as a (directed) path π in G, and
will speak of a hidden (directed) path instead of a hidden independent set. We will generally omit
the word “directed” as we will not be talking about any other kind of path.

We determine the hidden independent set through probes and queries. A probe is a unit open
interval (a, a + 1) where a is integer. A query is the use of a probe to determine information about
the hidden independent set. Specifically, a query is a statement of the form: “Is there some vertex
in the hidden independent set whose interval intersects the probe?” A query can be answered either
“yes” or “no”. We assume that the input graph has no two identical intervals. On the other hand,
intervals are allowed to have the same start point or the same end point.

Our Results We study two versions of the problem. First, the verification problem consisting
of verifing. via probe queries, that a purported independent set Y is the hidden independent set.
Second, the discovery problem, consisting of indentifying the set X.

For the verification problem, we give a protocol to determine whether X = Y using the exact
optimal number of queries for that specific instance. For the discovery problem, we give a linear-
time algorithm for discovering X. Different graphs may require different number of queries to
discover the hidden independent set. If at most a constant number of intervals start at a common
point, then our protocol is within a constant factor of the optimal number of queries for that specific
graph. That is, our algorithm is instance-optimal in the sense of Fagin et al. [11] and optimally
adaptive in the sense of [7]. If this assumption is not satisfied, then the number of queries may be
larger than the information-theoretic lower bound; however, we also prove stronger lower bounds
to show that the number of queries must be larger in some of these cases.

Applications to Gene Finding Recent advances in molecular biology have resulted in genomic
sequences of several organisms. These sequences need to be annotated, i.e., biological meaning
needs to be assigned to particular regions of the sequence. An important step in the annotation
process is the identification of genes, which are the portions of the genome producing the organism’s
proteins. A gene is a sequence of disjoint regions—called exons—of the genomic sequence. Exons
are cut out and spliced together in the process of protein production. Thus each exon is an interval
of the DNA sequence and a gene is a set of non-overlapping intervals.

There are a number of computational tools for gene prediction (e.g., [4, 21]); however, exper-
imental studies (e.g., [17, 6]) show that the best of them predicts, on average, only about 50% of
the entire genes correctly. It is therefore important to have alternative methods that can produce
or verify such predictions by using experimental data.

While genes cannot be reliably predicted by purely computational means, we can use these
methods to provide us with a set of candidate exons. Algorithms for gene prediction have to

1It is well-known that every interval graph can be represented in such a way. Moreover, one can easily verify that
such a modification does not change the set of allowed queries in the graph (see definition of query below).
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balance sensitivity (i.e., how many real exons they discover) with specificity (i.e., how many false
exons they predict), and usually it is possible to increase sensitivity at the expense of a decrease
in specificity. By using a highly sensitive method, we may generate a candidate set that contains
many false exons but has only a very small probability of excluding a real exon.

To apply our algorithms, we may view the set of candidate exons as the set of intervals defining
an interval graph. The gene we want to discover then corresponds to a hidden independent set
in this interval graph (since a gene is a set of non-overlapping intervals from the candidate set).
Queries in our algorithms correspond to the question: “Is given short region of DNA sequence
contained in a real exon?” In order to use our method for finding genes, we need to answer this
question by appropriate biological experiments.

Thousands of such queries can be answered simultaneously by an expression array experiment
[23]. Shoemaker et al. [24] have used expression arrays to verify gene predictions in annotation of
human chromosome 22 [8]. In their approach they probed DNA sequence at short regular intervals
(every 10 nucleotides). Using our algorithm for the independent set verification (Section 2), we can
design a smaller set of queries which can verify the gene prediction, thus reducing the cost of such
an experiment.

Queries similar to ours can be also implemented using polymerase chain reaction (PCR) tech-
nology [22]. The PCR can answer the query of the following form: “Given two short regions of the
DNA sequence, do both of them occur in the same gene (possibly in two different exons)?” Answer
to our query can be obtained by PCR provided that we already know at least one short region of
DNA which occurs in our gene. Our algorithm for the independent set discovery (Section 3) then
yields an experimental protocol for finding genes. However, many aspects of the real experimental
domain further restrict the set of possible queries and would need to be addressed to apply this
technique in practice (see e.g., [6]). This application of PCR technology was inspired by open
problem 12.94 in [18]. PCR queries were also used in similar way to determine the exon boundaries
in cDNA clones [25].

Applications to 1-dimensional Battleship The game of Battleship (also known as Convoy
and Sinking-Ships) is a well-known two-person game. Both players have an n × n grid and a fixed
set of ships, where each ship is a 1× k rectangle for some k ≤ n. Each player arranges the ships on
his/her grid in such a way that no two ships intersect. Then players take turns shooting at each
other’s ships by calling the coordinates of a grid position. The player that first sinks all ships (by
hitting all grid positions that contain a ship) wins.

There are many variants of Battleship (see e.g., [1]) involving other ship shapes or higher
dimensions. The Battleship becomes an interval graph game in the 1-dimensional version. Here
the ships are intervals with integral end points, and, as before, no two intersecting ship positions
may be taken. The allowed operations are now exactly our queries: given an open unit interval
(a, a + 1), does one ship overlap this interval?

2 Independent Set Verification

Let Y be the candidate set to be verified. There are two types of queries: the ones for which the
probe intersects some interval in Y (we call this a positive probe) and the ones for which it does not
(we call this a negative probe). For a probe the expected answer is the answer that is consistent with
X = Y . Thus, a positive probe has expected answer “yes,” while a negative probe has expected
answer “no.”
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Figure 1: An interval graph and its corresponding graph H for Y = {[2, 6], [8, 10]}.
For example, edge (5, 6) → (9, 10) exists because the independent set {[7, 9]} ∈ G[6, 9] intersects
all positive probes between 6 and 9.

Consider an algorithm to solve the verification problem. If for some query it does not get the
expected answer, then X 6= Y and the algorithm can terminate. Otherwise the algorithm must
continue until enough queries are asked to determine that X = Y . Thus the worst case for any
optimal verification algorithm is when X = Y (i.e., all answers are as expected).

This implies that we can rephrase the verification problem as follows: given a graph G and
an independent set Y , produce a set of queries U such that Y is the only independent set in G
consistent with the expected answers to all queries in U . We say that a set of queries U verifies
that X = Y if every independent set Z 6= Y is inconsistent with the expected answer of at least
one query in U ; we say this query eliminates Z.

Finding a Minimum Set of Positive Probes We first study a special case in which only
queries with positive probes are allowed. This case is then used as a subroutine for the general
case. Note that for some inputs it is impossible to verify Y = X using only positive queries.

Let G[a, b] denote the subgraph of G induced by intervals completely contained in the region
[a, b] and for any independent set Z, let Z[a, b] denote the subset of Z of intervals completely
contained in [a, b]. The minimum set of positive probes for a graph G will be computed using a
directed acyclic graph H. Graph H contains one vertex for every positive probe. Let amin be
the smallest start point and amax be the largest end point of an interval in G. Two additional
vertices s and t are added, where s corresponds to probe (amin − 1, amin) and t corresponds to
probe (amax, amax + 1). Note that these probes are negative for G.

Intuitively, H contains a directed edge from one probe to another if no positive probe between
them can distinguish Y from some other independent set. I.e. for any a < b, graph H contains an
edge ea,b from (a, a + 1) to (b, b + 1) if and only if there is an independent set Za,b in G[a + 1, b]
that intersects all positive probes (c, c + 1) with a < c < b and that is different from Y . See Figure
1 for an example of graph H. Graph H has O(n) vertices and O(n2) edges, where n is the number
of intervals. Using dynamic programming, it can be constructed in O(n2) time. The following two
lemmas show the connection between graph H and the optimal set of positive queries.

Lemma 1. It is possible to verify that X = Y by a set of positive probes if and only if vertices s
and t are not connected by an edge in H.

Proof. Edge es,t exists if and only if there is an independent set Zs,t in G that intersects all positive
probes and that is different from Y . But then Zs,t Y cannot be distinguished by positive probes.

Lemma 2. A set of positive probes U verifies that X = Y if and only if vertices s and t become
disconnected in graph H after removal of all vertices in U .

Proof. On the one hand, suppose that U is a set of positive probes verifying that X = Y . Let π
be a path in H from s to t. We will prove that π must contain a vertex from U .
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Define the set of intervals Zπ corresponding to path π as the union of the independent sets Za,b

over all edges ea,b ∈ π. Note that Zπ is an independent set because for any edge ea,b in π, the
independent set Za,b has intervals with points between a + 1 and b. Graph H does not contain
edge es,t; otherwise X = Y could not be verified by Lemma 1. So π contains at least one vertex
(u, u + 1) 6= s, t. Let ea,u and eu,b be the incoming and outgoing edge of (u, u + 1) in π. Then Za,u

is in G[a + 1, u] and Zu,b is in G[u + 1, b]. So neither independent set intersects the positive probe
(u, u + 1). Therefore Zπ cannot intersect the positive probe (u, u + 1), and thus Zπ 6= Y .

Because Zπ 6= Y , there must be a probe (v, v + 1) ∈ U inconsistent with Zπ. Suppose for
contradiction that (v, v+1) /∈ π. Thus π “jumps” over this vertex using edge ea,b, where a < v < b.
However, set Za,b ⊆ Zπ must then contain an interval intersecting probe (v, v + 1), contradicting
that Zπ is inconsistent with (v, v + 1). Therefore, (v, v + 1) ∈ π, which means that removing U
interrupts all paths from s to t as desired, and π contains a vertex in U .

On the other hand, suppose that set U disconnects vertices s and t in H. Let Z 6= Y be an
independent set in H. We will prove that Z is inconsistent with at least one probe from U .

Let S = {(s1, s1 + 1), (s2, s2 + 1), . . . , (sk, sk + 1)} be the set of all positive probes inconsistent
with Z. Without loss of generality let s1 < s2 < · · · < sk; let s0 = s and sk+1 = t. Note that
for 0 ≤ i ≤ k, the independent set Z[si + 1, si+1] defines edge esi,si+1

. Thus we can form a path π
in graph H from the edges esi,si+1

over all 0 ≤ i ≤ k. Path π connects vertices s and t in H, so
in particular π contains at least one vertex (u, u + 1) ∈ U . By the definition of π, we must have
(u, u + 1) ∈ S and thus Z is inconsistent with probe (u, u + 1).

Thus the minimal set of positive probes to verify X = Y corresponds to the smallest set of
vertices in H that disconnect s and t. This vertex-connectivity problem can be solved in O(n8/3)
time using network flows. Details are omitted due to space. Since we want to use this as a subroutine
in the general case, we expand the result to any subgraph G[a, b] of G. On such a subgraph we
need to verify that X[a, b] = Y [a, b].

Lemma 3. Let A+[a, b] be the smallest number of positive probes needed to verify that X[a, b] =
Y [a, b] in G[a, b], or A+[a, b] = ∞ if this is not possible. Then A+[a, b] can be computed in O(n8/3)
time.

Finding a Minimum Set of Probes in the General Case The general case, in which both
positive and negative probes are allowed, is solved by a dynamic programming algorithm that has
the result of Lemma 3 as a base case.

Lemma 4. Let A[a] be the smallest number of queries needed to verify that X[1, a] = Y [1, a] in the
interval graph G[1, a]. Then

A[a] = min







A+[1, a],
minb A[b]+A+[b + 1, a]+1, where (b, b+1) is a negative

probe intersecting [1, a]

Proof. If the optimal solution of subproblem A[a] contains only positive queries, then A[a] =
A+[1, a]. Otherwise let (b, b + 1) be the rightmost negative probe in it. All probes to the right of b
are positive and they comprise a solution of A+[b+1, a]. Probes to the left of b comprise a solution
of A[b]. Therefore in this case we have A[a] = A[b] + A+[b + 1, a] + 1.

Thus we can find the optimum solution with dynamic programming. We have at most n2

subproblems A1[a, b] to solve, and hence obtain the overall result.
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Figure 2: (a) Staircase (b) Paths eliminated: p1 + . . . + p6 (“no” answer) or p7 + p8 + prest (“yes”).

Theorem 1. Given an n-vertx interval grpah G and an independent set Y in G, we can find in
O(n14/3) time the minimum set of queries that verifies whether Y is the hidden independent set
chosen by an adversary.

3 Independent Set Discovery

In this section we give an interactive protocol to find an independent set X. In this case the next
query depends on the outcome of the previous query. The protocol uses an asymptotically optimal
number of queries if at most constant number of intervals start at a common point. A simple
information-theoretic argument yields the following lower bound.

Theorem 2. Assume that G is a graph that contains p independent sets. Regardless of the types
of yes/no queries allowed, we need at least ⌈log2 p⌉ queries to find a hidden independent set X in
the worst case.

We do not always get a tight bound, even for an interval graph. Consider the so-called staircase
depicted on Figure 2. It consists of 2n intervals, with interval Ii = [0, 2i − 1] for i = 1, . . . , n and
Ii = [2(i − n), 2n + 1] for i = n + 1, . . . , 2n. In this case we have n(n + 1)/2 + 2n + 1 independent
sets, which gives a lower bound of 2 log2 n + O(1) queries. A stronger lower bound can be shown
as follows. Each query in the worst case eliminates at most one pair {Ii, In+i}, and with anything
less than n − 1 queries, we cannot determine the hidden independent set in the worst case.

The lower bound of ⌈log2 p⌉ queries from Theorem 2 can be matched (asymptotically) under
the assumption that at most a constant number of intervals start at the same point.

Overview of the Algorithm The algorithm to detect the hidden path is recursive. The crucial
idea is that with a constant number of queries we eliminate at least a constant fraction of the
remaining paths. This would be straightforward if the set of paths always had a central element
allowing us to readily eliminate the desired constant fraction of paths. However there are con-
figurations with no such element. In this case the crucial observation is that, surprisingly, such
configurations appear unfrequently. Therefore, after O(log p) queries, we know the correct path.

For ease of notation, assume that the intervals I1, . . . , In are sorted by increasing start point,
breaking ties arbitrarily. Let Ii be the interval that with lefmost right end point. Our first query
will happen at or near interval Ii, and thus affect all those intervals that intersect Ii. We call these
intervals the clique intervals. Note that as the name suggests, they form a clique in G, and at
most one of them is in any path. Our algorithm operates under two different scenarios. Let a legal
path be a path in the graph that could be the solution even under the following added restrictions.
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In the unrestricted scenario, any path is a legal path; this is the scenario at the beginning of the
algorithm. In the restricted scenario, only a path that intersects (fi−1, fi) is legal (we will have
obtained this information through previous queries). Any legal path thus uses a clique interval that
starts strictly before fi, and we can eliminate all clique intervals that start at fi.

Effects of Queries The algorithm always queries at (a, a + 1) for some a ≤ fi. Only clique
intervals can intersect the probe. If the answer to the query is “no”, then we eliminate all clique
intervals that intersect (a, a+1). If the original scenario was unrestricted, then all remaining paths
are consistent with this query and we can solve the problem recursively. If the original scenario
was restricted, we already know that one of the clique intervals I1, . . . , Ik is in the hidden path
X. Eliminating some clique intervals may increase the value of fi and therefore add some more
intervals to the clique intervals. None of these new clique intervals can be in X, and thus they can
also be eliminated. Then we solve the restricted scenario recursively on the new graph. Assume
now that the answer to the query is “yes”. Since X contains at most one clique interval, all clique
intervals not intersecting (a, a + 1) can be eliminated. One of the remaining clique intervals will
be part of the solution, so the next scenario will be restricted. We also can eliminate all intervals
that become clique intervals due to an increase in fi.

If in the new situation we are now in the restricted scenario with only one clique interval I1,
then I1 belongs to X. Therefore, I1 can be eliminated from the graph and we solve the unrestricted
scenario on the resulting graph recursively. Afterwards we add I1 to get the hidden path X.

Some Definitions and Observations Consider a specific point in time when we want to find
the next query. Let Plegal be the set of all legal paths. Since every legal path contains at most one
clique interval, we can partition Plegal as Plegal = P1 ∪ · · · ∪ Pk ∪ Prest , where Pj is the set of legal
paths that use clique interval Ij, and Prest denotes the legal paths that do not use a clique interval.
(Prest is empty in the restricted scenario.) Define pβ = |Pβ | for all subscripts β.

Claim 1. In the unrestricted scenario, pi = prest .

Proof. (Sketch) For every path π in Pi, we can obtain a path π′ by deleting the first interval (which
is Ii) in π. Conversely, for every path π in Prest we can obtain a path π′ in Pi by adding Ii to π.

Claim 2. prest ≤
1
2plegal .

Claim 3. If Ij1 and Ij2 are clique intervals with fj1 ≤ fj2 then pj1 ≥ pj2.

Lemma 5. If we query at (sj , sj + 1) for some j with sj < fi, then we can eliminate either
p1 + · · · + pj′ paths or pj′+1 + · · · + pk + prest paths, where j′ ≥ j is the largest index with sj′ = sj.

Proof. If the answer to the query is “no”, then we can eliminate all clique intervals that intersect
(sj, sj + 1); since sj < fi these are the intervals I1, . . . , Ij′ and we eliminate p1 + · · · + pj′ paths.

If the answer to the query is “yes”, then the solution contains an interval intersecting (sj , sj +1);
since sj < fi this must be a clique interval and all paths in Prest can be eliminated. Furthermore,
the clique intervals Ij′+1, . . . , Ik do not intersect (sj, sj + 1) and can be eliminated as well.

Choosing Queries In light of Lemma 5 we will try to find a j such that both sets of possibly
eliminated paths contain a constant fraction of the paths. To find such a j, define 1 ≤ ℓ ≤ k to be
the index such that

p1 + · · · + pℓ−1 < 1
2plegal and p1 + · · · + pℓ−1 + pℓ ≥

1
2plegal ; (1)
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this is well-defined because p1 + · · · + pk ≥ 1
2plegal by Claim 2. Define ℓ− and ℓ+ to be the

smallest/largest index such that sℓ− = sℓ = sℓ+, thus ℓ− ≤ ℓ ≤ ℓ+. We distinguish three cases:

C1: p1 + · · · + pℓ−−1 ≥ 1
4plegal and pℓ− + · · · + pk + prest ≥ 1

4plegal : The algorithm queries at
the beginning of Iℓ−−1, i.e., at (sℓ−−1, sℓ−−1 + 1). By definition of ℓ−, intervals Iℓ−−1 and Iℓ−

have distinct starting points, so by Lemma 5 this eliminates at least 1
4plegal paths.

C2: p1 + · · · + pℓ+ ≥ 1
4plegal and pℓ++1 + · · · + pk + prest ≥ 1

4plegal : In this case, query at
(sℓ+ , sℓ+ + 1). By Lemma 5 this eliminates at least 1

4plegal paths.

C3: All remaining cases. In this case, we query with probe (fi, fi + 1). Note that this query is
not covered by Lemma 5, and we will analyze its effects separately.

In case (C1) and (C2) we eliminate at least a constant fraction of the legal paths, and hence
the number of such queries is at most O(log p). The analysis is more intricate in case (C3).

Lemma 6. If cases (C1) and (C2) do not hold, then pℓ− + · · · + pℓ+ > 1
2plegal .

Proof. Note that ℓ− ≤ ℓ ≤ ℓ+, and hence by Equation 1 we have pℓ− + . . . + pk + prest > 1
2plegal

and p1 + . . . + pℓ ≥
1
2plegal. The result now follows from the definition of cases (C1) and (C2).

Lemma 7. Let θ denote the maximum number of intervals that have a common start point (i.e.,
l+ − l− + 1 ≤ θ). A positive answer to a query in case (C3) eliminates at least pi ≥

1
2θplegal paths.

Proof. Since we obtain a positive answer at a query (fi, fi +1), none of the clique intervals that end
at fi can be in the hidden path. So we can eliminate these intervals, and in particular eliminate
interval Ii and pi paths.

By Claim 3 we have pi ≥ pℓ− , . . . , pℓ+ . By Lemma 6 furthermore pℓ−+· · ·+pℓ+ > 1
2plegal . The in-

tervals Iℓ− , . . . , Iℓ+ all start at sℓ, therefore there are at most θ of them, and pi ≥ max{pℓ− , . . . , pℓ+} ≥
1
θ (pℓ− + · · · + pℓ+) ≥ 1

θ
1
2plegal .

Now we turn to the case when the query in (C3) yields a negative answer. This is the only case
where possibly less than a constant fraction of paths is eliminated, but we account for this query
in a different way.

Lemma 8. In case (C3) at least one clique interval intersects (fi, fi + 1).

Proof. (Sketch) If this is not true, then all clique intervals end at fi. This implies ℓ− = ℓ = ℓ+, so
pℓ > 1

2plegal by Lemma 6. Using the claim, one can show that there is only one clique interval and
we must be in the restricted scenario. This clique interval must be in the hidden independent set,
and we would not have queried.

Lemma 9. During all recursive calls, we have at most log2 p times a negative answer in case (C3),
where p is the number of paths in the original graph.

Proof. Let s be the number of such queries. We will show that the original graph contains an
independent set of size s. Since every subset of it is also an independent set, we have p ≥ 2s, which
yields the result.

Note that we never repeat a query with a negative answer at (fi, fi + 1) as it eliminates all
intervals that intersect the probe. Hence by Lemma 8, we will not return to case (C3) until the
value of fi has changed. Thus for each negative answer in case (C3), we have a different value of
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fi. Let fi1 < · · · < fis be these values, and for 1 ≤ j ≤ s let Iij be a clique interval that ends at fij

and was not eliminated when we queried at (fij , fij + 1).
We claim that Ii1, . . . , Iis is an independent set. For if two of them intersected, then they would

have different end points since the fij ’s are distinct, and the query at the earlier-ending interval
would eliminate the later-ending interval. Thus, we indeed have an independent set of size s.

Lemma 10. Assume we are given a set of n intervals that define p paths, and at most θ in-
tervals start at the same point. Then any hidden path X can be found with at most log2 p +
max{log2θ/(2θ−1) p, log4/3 p} queries.

Proof. Compute the queries as described above until we have found the hidden path, say with
m queries. Some number s of these queries give a negative answer in case (C3); we know that
s ≤ log2 p. The remaining m − s queries each eliminate at least 1

4plegal or 1
2θplegal paths at that

time. Since we are done when only one path is left, we have m − s ≤ log4/3 p (for θ ≤ 2) or
m − s ≤ log2θ/(2θ−1) p (for θ > 2).

Note that as long as θ is a constant, we use O(log2 p) queries, which is asymptotically optimal.
This can easily be implemented in polynomial time and indeed, with the right data structure can
be accomplished in time O(n + m), where m is the number of edges in the complement of the
interval graph. Details are omitted due to space limitations.

Theorem 3. Given an n-vertex interval graph G with m edges in its complement, we can find the
hidden independent set in G using q queries, where q is asymptotically optimal if at most a constant
number of intervals start in any one point. The overall computation time and space is O(n + m).

4 Conclusions and Future Work

In this paper we studied a problem motivated by applications in bioinformatics and game playing:
given an interval graph, how can we find an independent set chosen by an adversary with as
few queries as possible? We gave polynomial-time algorithms both for verifying whether some
independent set is the one chosen by the adversary, and for discovering what set the adversary
has chosen. The algorithm for verification gives the optimal number of queries for all instances.
The algorithm for independent set discovery gives a number of queries that is optimal to within
constant factor, provided that no more than a constant number of intervals start at the same point.
This algorithm is optimal in the adaptive sense as well as in the worst case sense. We also proved
a stronger lower bound than the one implied by a simple information theory argument. Several
related questions deserve further study.

The main open question is whether our adaptive algorithm can extend to instances in which
many intervals may start at a common point, and still achieve a number of queries that is within a
constant factor of optimal. One of the problems that motivated this work is gene finding using PCR
techniques. Here we need to consider that obtaining probing material is often done via an external
provider, and the turnaround time between each request might dominate the total time. We might
thus consider performing several probes in parallel rounds. What is the minimum number of queries
required if the entire computation must be done in a given number of rounds? In the application
to gene finding, we might also be able to eliminate certain edges of G using biological background
information. Can we adapt our algorithm to take advantage of this, i.e., use an optimal number of
queries subject to knowing this information? (Note that G is now no longer necessarily an interval
graph.)
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